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# Вариант 10

**Цель работы:** научиться создавать и использовать классы в программах на языке программирования Java.

**Задание 1** Реализовать простой класс. Требования к выполнению

* Реализовать пользовательский класс по варианту.
* Создать другой класс с методом main, в котором будут находится примеры использования пользовательского класса. Для каждого класса
* Создать поля классов
* Создать методы классов
* Добавьте необходимые get и set методы (по необходимости)
* Укажите соответствующие модификаторы видимости
* Добавьте конструкторы
* Переопределить методы toString() и equals()

10) Множество символов переменной мощности – Предусмотреть возможность пересечения двух множеств, вывода на печать элементов множества, а так же метод, определяющий, принадлежит ли указанное значение множеству. Класс должен содержать методы, позволяющие добавлять и удалять элемент в/из множества. Конструктор должен позволить создавать объекты с начальной инициализацией. Реализацию множества осуществить на базе структуры ArrayList. Реализовать метод equals, выполняющий сравнение объектов данного типа.

**Код программы:** package SSP.Lab3.Task1; public class Solution {

public static void main(String[] args) {

CharMultitude fistSet = new CharMultitude(new char[]{'a','a','b','c'});

CharMultitude secondSet = new CharMultitude(new char[]{'a','d','f'}); System.*out*.println(fistSet);

System.*out*.println(secondSet); System.*out*.println("Пересечение множеств");

System.*out*.println(CharMultitude.*intersection*(fistSet, secondSet));

System.*out*.println("Добавление"); fistSet.add('1'); System.*out*.println(fistSet);

System.*out*.println("Удаление"); secondSet.remove('f'); System.*out*.println(secondSet);

CharMultitude fistEq = new CharMultitude(new char[]{'a','d','f'}); CharMultitude secondEq = new CharMultitude(new char[]{'a','d','f'});

CharMultitude thirdEq = new CharMultitude(new char[]{'a','d','f','t'});

System.*out*.println(fistEq.equals(secondEq)); System.*out*.println(fistEq.equals(thirdEq));

}

}

# Класс:

package SSP.Lab3.Task1; import java.util.\*;

public class CharMultitude { private int power;

private List<Character> list = new ArrayList<>();

public CharMultitude(CharSequence array) { for(Character ch : array.toString().toCharArray())

list.add(ch); power = list.size(); sortArray();

}

public CharMultitude(char[] chars) { for(char ch : chars)

list.add(ch); power = list.size(); sortArray();

}

public CharMultitude(List<Character> list) { for(Character ch : list)

this.list.add(ch); this.power = list.size(); sortArray();

}

private void sortArray(){ Collections.*sort*(this.list);

}

public void add(char a){ this.list.add(a); this.sortArray();

}

public void remove(char a){ if(this.list.contains((Character)a)){

int id = list.indexOf((Character)a); list.remove(id);

}

}

@Override

public int hashCode() { int hash = 1;

for (int i = 0; i < power; i++) { hash+=31\*this.list.get(i);

}

return hashCode();

}

@Override

public boolean equals(Object o) { if (this == o) return true;

if (o == null || getClass() != o.getClass()) return false; CharMultitude that = (CharMultitude) o;

if(getPower() != that.getPower()) return false;

int i=0;

for (; i < getPower(); i++) {

if(this.list.get(i) != that.list.get(i)) return false;

}

if(i == that.list.size()) return true;

return false;

}

@Override

public String toString() {

StringBuilder stringBuilder = new StringBuilder("{"); for(Character character : this.list)

stringBuilder.append(" "+character+ " "); stringBuilder.append("}");

return stringBuilder.toString();

}

public static String intersection(CharMultitude a, CharMultitude b){ Map<Character, Integer> map= new HashMap<>();

List<Character> list = new ArrayList<>(); for(Character ch : a.list){

if(!map.containsKey(ch)) {

int frequencyA = Collections.*frequency*(a.list,ch); int frequencyB =Collections.*frequency*(b.list,ch); map.put(ch,Math.*min*(frequencyA,frequencyB));

}

}

for(Map.Entry<Character, Integer> entry : map.entrySet()){ for (int i = 0; i < entry.getValue(); i++) {

list.add(entry.getKey());

}

}

return new CharMultitude(list).toString();

}

public int getPower() { return list.size();

}

}

# Результат выполнения:
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**Задание 2:**

Разработать автоматизированную систему на основе некоторой структуры дан- ных, манипулирующей объектами пользовательского класса. Реализовать требуемые функции обработки данных Требования к выполнению

* Задание посвящено написанию классов, решающих определенную задачу автоматизации;
* Данные для программы загружаются из файла (формат произволен). Файл создать и написать вручную

10) Частотный словарь

Составить программу, которая формирует англо-русский словарь. Словарь должен содержать английское слово, русское слово и количество обращений к слову. Программа должна:

* обеспечить начальный ввод словаря (по алфавиту) с конкретными значениями счетчиков обращений;
* формирует новое дерево, в котором слова отсортированы не по алфавиту, а по количеству обращений.

Реализовать возможность добавления новых слов, удаления существующих, поиска нужного слова, выполнять просмотр обоих вариантов словаря

# Код программы:

package SSP.Lab3.Task2;

import java.io.BufferedReader;

import java.io.FileNotFoundException; import java.io.FileReader;

import java.io.IOException; import java.util.\*;

import java.util.regex.Matcher; import java.util.regex.Pattern;

public class Solution {

final static String *file* = "D:\\SSP\\src\\SSP\\Lab3\\Task2\\input.txt"; public static void main(String[] args) throws IOException {

Dictionary eng = new Dictionary(*file*);

//добавление элеменов

eng.add("cute","милый",10);

eng.add("cute","милый");

eng.add("house","дом",7);

eng.add("good","хорошо",9); System.*out*.println("Словарь"); eng.show();

System.*out*.println("Сортировка по количеству обращений"); eng.showSort();

System.*out*.println("Просмотр обоих вариантов словаря\nEnglish -

Русский\n");

eng.show();

System.*out*.println("Русский - English\n"); new Dictionary(eng.reverse()).show();

System.*out*.println("Удаление дерево"); System.*out*.println("Удаление cute"); eng.remove("дерево"); eng.remove("cute");

System.*out*.println("Словарь"); eng.show(); System.*out*.println("Поиск read"); eng.find("read");

eng.show();

}

public static class Dictionary{ public Dictionary() {

this.dict = new HashMap<>();

}

public Dictionary(String file) throws IOException { this.dict = new HashMap<>();

BufferedReader reader = new BufferedReader(new FileReader(file)); Pattern pattern =Pattern.*compile*("^(.+) (.+)$");

String str = " ";

while((str = reader.readLine()) != null){ Matcher matcher = pattern.matcher(str); while(matcher.find()){

dict.put(new Word(matcher.group(1)), new Word(matcher.group(2)));

}

}

}

public Dictionary(Map<Word, Word> dict) { this.dict = dict;

}

Map<Word, Word> dict;

public void add(String word1, String word2){ Word temp = new Word(word1); if(dict.containsKey(temp)){

dict.forEach((k,v)->{if (k.equals(temp)) k.count +=1;});

}

else {

dict.put(temp, new Word(word2));

}

}

public void add(String word1, String word2, int count){ Word temp = new Word(word1, count); if(dict.containsKey(temp)){

dict.forEach((k,v)->{if (k.equals(temp)) k.count +=1;});

}

else {

dict.put(temp, new Word(word2));

}

}

public void remove(String word1){

dict.entrySet().removeIf((k) -> (k.getKey().word.equals(word1) || k.getValue().word.equals(word1)));

}

public void show(){

for(Map.Entry<Word, Word> entry: dict.entrySet()){ System.*out*.println(entry.getKey().word + " " +

entry.getValue().word + " " + entry.getKey().count);

}

System.*out*.println();

}

public void showSort(){

Map<Word, Word> treeDict = new TreeMap<>(dict); treeDict.forEach((k,v)-> System.*out*.println(k.count + " " +

k.word + " " + v.word));

System.*out*.println();

}

public Map<Word,Word> reverse(){

Map<Word, Word> rev = new HashMap<>(); dict.forEach((k,v)->{rev.put(v,k);}); return rev;

}

public void find(String str){ dict.forEach((k,v)->{

if(k.word.equals(str))

System.*out*.println("Перевод слова " + str + " - " +v.word); k.count++;

});

}

}

public static class Word implements Comparable<Word>{ public Word(String word) {

this.word = word; this.count = 0;

}

public Word(String word, int count) { this.word = word;

this.count = count;

}

String word; int count;

@Override

public int hashCode() { int magic =31;

int res =0;

res = res\*magic + word.hashCode(); return res;

}

@Override

public boolean equals(Object obj) {

return this.word.equals(((Word)obj).word);

}

@Override

public int compareTo(Word o) { if(this.count == o.count)

return 0;

else if (this.count > o.count) return 1;

else

return -1;

}

}

}

Результат работы программы:

Словарь

read читать 0

tree дерево 0

cute милый 11

house дом 7

good хорошо 9

Сортировка по количеству обращений 0 read дерево

7 house дом

9 good хорошо

11 cute милый

Просмотр обоих вариантов словаря English - Русский

read читать 0

tree дерево 0

cute милый 11

house дом 7

good хорошо 9

Русский - English

дом house 0

читать read 0

дерево tree 0

хорошо good 0

милый cute 0

Удаление дерево Удаление cute

Словарь

read читать 0

house дом 7

good хорошо 9

Поиск read

Перевод слова read - читать read читать 1

house дом 8

![](data:image/png;base64,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)good хорошо 10 Исходные данные:

**Вывод:** в ходе работы научилась создавать и использовать классы в программах на языке программирования Java.